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# Постановка задачи

Дано описание класса MyStack ([Приложение 1](https://iu5edu.ru/wiki/cpp2/docs/labs/lab4/Instructions/SupplementMaterial1/), файл MyStack.h), который реализует на основе односвязного списка динамическую структуру данных типа стек.

1. Разработайте реализацию класса MyStack.
2. Разработайте функцию (глобальную), которая выполняет разложение на простые множители целого числа N. Для хранения множителей функция должна использовать класс MyStack.

Прототип функции:

void Multipliers(int n, MyStack<DATA> &stack).

1. В функции main() распечатайте множители, которые функция Multipliers() записывает в стек, сначала по убыванию, а потом по возрастанию.

Например, для N=3960 программа должна вывести:

3960=11 \* 5 \* 3 \* 3 \* 2 \* 2 \* 2

3960=2 \* 2 \* 2 \* 3 \* 3 \* 5 \* 11

**Требования:**

* Классы ListNode и MyStack необходимо упаковать в самостоятельную статическую библиотеку.
* Не забудьте реализовать конструкторы копирования и перегрузки оператора = для ListNode и MyStack.

# Разработка алгоритма

## Структура проекта

.

├── CMakeLists.txt

├── MyStack

│   ├── CMakeLists.txt

│   ├── MyStack.cpp

│   └── MyStack.hpp

└── main.cpp

## Текст программы

**MyStack.hpp**

#ifndef LAB\_4\_MYSTACK\_HPP  
#define LAB\_4\_MYSTACK\_HPP  
  
#include <iostream>  
  
  
template <class INF, class FRIEND>  
class ListNode  
{  
private:  
 INF d;  
 ListNode \*next;  
 ListNode() { next = nullptr; d = INF{};}  
 ListNode(ListNode &tmp);  
 friend FRIEND;  
};  
  
  
template <class INF>  
class MyStack  
{  
 typedef class ListNode<INF, MyStack<INF>> Node;  
 Node \*top;  
  
public:  
 MyStack();  
 ~MyStack();  
 MyStack(const MyStack &tmp);  
 bool empty();  
 bool push(INF n);  
 bool pop();  
 void clear();  
 INF top\_inf();  
 MyStack<INF>& operator=(const MyStack<INF>& tmp);  
 void show();  
 void showReverse();  
};  
  
template<class INF>  
void MyStack<INF>::clear() {  
 while (!this->empty()) {  
 this->pop();  
 }  
}  
  
template <class INF>  
bool MyStack<INF>::empty() {  
 return top == nullptr;  
}  
  
template <class INF>  
MyStack<INF>::MyStack() {  
 top = nullptr;  
}  
  
template <class INF>  
MyStack<INF>::~MyStack() {  
 this->clear();  
}  
  
template <class INF>  
inline MyStack<INF>::MyStack(const MyStack &tmp) {  
 top = nullptr;  
 top = new Node{};  
 top->d = tmp.top->d;  
  
 Node \*cur {tmp.top}, \*toCur{top};  
  
 while (cur->next != nullptr) {  
 toCur->next = new Node{};  
 toCur->next->d = cur->next->d;  
 toCur = toCur->next;  
 cur = cur->next;  
 }  
}  
  
template <class INF>  
bool MyStack<INF>::push(INF n) {  
 if (empty()) {  
 top = new Node{};  
 top->d = n;  
 return false;  
 }  
 Node \*cur{top};  
 while (cur->next != nullptr) {  
 cur = cur->next;  
 }  
 cur->next = new Node{};  
 cur->next->d = n;  
 return true;  
}  
  
template <class INF>  
bool MyStack<INF>::pop() {  
 if (top->next == nullptr) {  
 delete top;  
 top = nullptr;  
 return false;  
 }  
  
 Node \*cur{top};  
 while (cur->next->next != nullptr) {  
 cur = cur->next;  
 }  
 delete cur->next;  
 cur->next = nullptr;  
 return true;  
}  
  
template <class INF>  
INF MyStack<INF>::top\_inf() {  
 return top->d;  
}  
template <class INF>  
inline MyStack<INF>& MyStack<INF>::operator=(const MyStack<INF>& tmp) {  
 if (&tmp == this) {  
 return \*this;  
 }  
 this->clear();  
 top = nullptr;  
 top = new Node{};  
 top->d = tmp.top->d;  
  
 Node \*cur {tmp.top}, \*toCur{top};  
  
 while (cur->next != nullptr) {  
 toCur->next = new Node{};  
 toCur->next->d = cur->next->d;  
 toCur = toCur->next;  
 cur = cur->next;  
 }  
 return \*this;  
}  
template <class INF>  
inline void MyStack<INF>::showReverse() {  
 const Node\* cur{top};  
 bool firstElem{};  
 while (cur != nullptr) {  
 if (firstElem) {  
 std::cout << "\* ";  
 }  
 std::cout << cur->d << " ";  
 cur = cur->next;  
 firstElem = true;  
 }  
 std::cout << std::endl;  
}  
template <class INF>  
inline void MyStack<INF>::show() {  
 const Node \*last{top};  
 while (last->next != nullptr) {  
 last = last->next;  
 }  
 std::cout << last->d;  
 if (last != top) {  
 for (;;) {  
 Node \*preLast = top;  
 while (preLast->next != last) {  
 preLast = preLast->next;  
 }  
 std::cout << " \* " << preLast->d;  
 last = preLast;  
  
 if (last == top) {  
 break;  
 }  
 }  
 }  
 std::cout << std::endl;  
}  
  
void Multipliers(int num, MyStack<int> &stack);  
  
  
#endif //LAB\_4\_MYSTACK\_HPP

**MyStack.cpp**

#include "MyStack.hpp"  
  
void Multipliers(int num, MyStack<int> &stack)  
{  
 while (!stack.empty()) {  
 stack.pop();  
 }  
 int sign = num < 0 ? -1 : 1;  
 num = abs(num);  
 if (num == 0) {  
 stack.push(0);  
 }  
 if (num == 1) {  
 stack.push(1 \* sign);  
 }  
 int i{2}, count{};  
 while ((num > 2) and (i <= num)) {  
 if (num % i == 0) {  
 if (count == 0) {  
 stack.push(i \* sign);  
 } else {  
 stack.push(i);  
 }  
 count++;  
 num /= i;  
 i = 1;  
 }  
 i++;  
 }  
 if (num == 2)  
 stack.push(2);  
}

**MyStack/CMakeLists.txt**

cmake\_minimum\_required(VERSION 3.26)  
  
set(PROJECT\_NAME MyStack)  
project(${PROJECT\_NAME})  
  
set(CMAKE\_CXX\_STANDARD 20)  
  
set(${PROJECT\_NAME}\_HEADERS  
 MyStack.hpp  
)  
  
set(${PROJECT\_NAME}\_SOURCES  
 MyStack.cpp  
)  
  
set(${PROJECT\_NAME}\_SOURCE\_LIST  
 ${${PROJECT\_NAME}\_SOURCES}  
 ${${PROJECT\_NAME}\_HEADERS}  
)  
  
add\_library(${PROJECT\_NAME} STATIC ${${PROJECT\_NAME}\_SOURCE\_LIST})

**main.cpp**

#include <iostream>  
#include "MyStack/MyStack.hpp"  
  
  
int main() {  
 int num{};  
 std::cin >> num;  
 MyStack<int> stack;  
 Multipliers(num, stack);  
 MyStack<int> stackCopy(stack);  
 stackCopy.show();  
 stack.showReverse();  
  
 std::cout << std::endl;  
  
 MyStack<char> stack1;  
 stack1.push('a');  
 stack1.push('b');  
 stack1.push('c');  
 stack1.show();  
 MyStack<char> stack2(stack1);  
 stack2.show();  
 MyStack<char> stack3;  
 stack3 = stack2;  
 stack3.show();  
 return 0;  
}

**CMakeLists.txt**

cmake\_minimum\_required(VERSION 3.26)  
  
set(PROJECT\_NAME Lab\_4)  
project(${PROJECT\_NAME})  
  
set(CMAKE\_CXX\_STANDARD 20)  
  
set(${PROJECT\_NAME}\_HEADERS  
  
)  
  
set(${PROJECT\_NAME}\_SOURCES  
 main.cpp  
)  
  
add\_subdirectory(MyStack)  
  
set(${PROJECT\_NAME}\_SOURCE\_LIST  
 ${${PROJECT\_NAME}\_SOURCES}  
 ${${PROJECT\_NAME}\_HEADERS}  
)  
  
add\_executable(${PROJECT\_NAME} ${${PROJECT\_NAME}\_SOURCE\_LIST})  
  
target\_link\_libraries(${PROJECT\_NAME} MyStack)
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Автоматически созданное описание](data:image/png;base64,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)

# Вывод

Я научился

* Работать с шаблонами классов в C++
* Работать со статическими библиотеками с использованием Cmake

Познакомился с такими структурами данных как связанный список и стек, понял принцип их работы и научился реализовывать их в коде.